**观察者模式**

**一、观察者模式简介：**

观察者（Observer）模式是对象的行为型模式，又叫做发表-订阅（Publish/Subscribe）模式、模型-视图（Model/View）模式、源-收听者（Source/Listener）模式或从属者（Dependents）模式。

本模式的类图结构如下：

![observer](data:image/gif;base64,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)

在观察者模式里有如下的角色：  
 **抽象主题（Subject）角色**：主题角色把所有的观察者对象的引用保存在一个列表里；每个主题都可以有任何数量的观察者。主题提供一个接口可以加上或撤销观察者对象；主题角色又叫做抽象被观察者(Observable)角色；
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**抽象观察者（Observer）角色**：为所有的具体观察者定义一个接口，在得到通知时更新自己；
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**具体主题（ConcreteSubject）角色**：保存对具体观察者对象有用的内部状态；在这种内部状态改变时给其观察者发出一个通知；具体主题角色又叫作具体被观察者角色；

![IMG_258](data:image/gif;base64,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)

**具体观察者（ConcreteObserver）角色**：保存一个指向具体主题对象的引用；和一个与主题的状态相符的状态。具体观察者角色实现抽象观察者角色所要求的更新自己的接口，以便使本身的状态与主题的状态自恰。

![IMG_259](data:image/gif;base64,R0lGODlhoAB6APEAAP///wAAAAAAgwAAACwAAAAAoAB6AAAC/oSPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8kzX9o3n+s5LwQ8MCofEovGITCqXzGZg8+xJL9FMdYqNXKnZLiQgEFi9ZAZYjNmWtcCEGnUeryfXuiuentPdhmf78IPwB+BnRxjYRwgYJqf3oBaFqDgZCdjnZzlJWceY5/ioUJkpaSiqWOrWyfXpAJmYeXkY9Hp6OavZp2rxxgpLa1eFyWdp6puLttprJhj7GqxZTDoaqlvBq2z7PCgLKG08CFlNcY2Ng5dc3nO+mz61bt0u9T4ery6+V78zj5+fs+9jbRsJcrKCEZTxT8u4SAc1SFqAKGJDGAm/0HlzKxCp/j8Z23SUKKjQoW4bJd4a+XHisUZfIDHkpvHlxlggUdYpJBKkzpfZaKpchIydD5c+i4bsZnTn0Z03jdoc+dTaPYBDQ8m86sbgLJMem9ZMGRNpzK0/V3piYzWpyKPNkEJ1qzbkWrhhH76lM1XhxbhKo0IN+5enyaiAAdtqZhhvUHgLSwpmWLMn4m0nDVfmeFMrz3F5Lfbz1xnUZ3OhW40mvZjeaRsVRa+m0dr0a9ilG5SdPSK2bdwzdC/jHcM3RCfEixs/jrx47d/AXwgP1ZzicojRnU+HXr3F82HZV2xn1t37de7h4YwHX958an7pTXw31j73efjxQ7ynVV/+eqr5/vWz7A/CfbgA+IGAtxH4xXz4IdiBgQwGqOCADzoU4YETQlThhQ1mqCEUFSYHYogijogEhx1aYeKJVKSoolT76dXiLizG6MOMNCb4omc3Kvbfjo/Y6KMZQAZJTY6uEdnKkEgC1WODu0GBnTtKNrmgBxZqB6QhlNylEUmHcZPIM2BCI4yURsoWJTSIOWOKKGL+ouaWd9lz5pNyRTSNM/C5+Y2ccr4pT5botQmnZJDZJYyYhGLhIHWwLKpontckKil9OjTqmmCFahrnoJVWqc+UJFXy0GWbfNnpmJplgSljHbaq2quiIgnrkkVSaatZ6OSaSp3M8dorrrnWCiwhsxJJRSywyfK67LDHBmkgidJOSy1xER4QRrbabsttt95+C2644o5Lbrnm+urAuequy2677q5bbLzyzktvvfbei2+++u7LLwUFAAA7)

**二、开源代码链接**：

<https://github.com/youxin11544/MVP-RxJava-Hybride/blob/master/android_MVP_framwork/app/src/main/java/com/haibao/store/myapplication/base/BaseActivity.java>

1. **代码分析**：

**1.源代码：**

package com.haibao.store.myapplication.base;

import android.content.Intent;

import android.content.pm.ActivityInfo;

import android.os.Bundle;

import android.support.annotation.NonNull;

import android.support.v4.app.Fragment;

import android.support.v4.app.FragmentTransaction;

import android.support.v7.app.AppCompatActivity;

import android.view.LayoutInflater;

import android.view.View;

import com.google.gson.Gson;

import com.haibao.store.myapplication.api.Api;

import com.haibao.store.myapplication.api.ApiWrapper;

import com.haibao.store.myapplication.api.SimpleMyCallBack;

import com.haibao.store.myapplication.common.ActivityPageManager;

import com.haibao.store.myapplication.reponse.HttpExceptionBean;

import com.haibao.store.myapplication.utils.ToastUtils;

import com.haibao.store.myapplication.widget.dialog.DialogLoading;

import java.io.IOException;

import okhttp3.ResponseBody;

import retrofit2.HttpException;

import rx.Subscriber;

import rx.subscriptions.CompositeSubscription;

import static com.google.gson.internal.$Gson$Preconditions.checkNotNull;

/\*\*

\* Acivity 基类

\*/

public abstract class BaseActivity<T extends BasePresenter> extends AppCompatActivity implements View.OnClickListener {

protected AppCompatActivity mContext;

/\*\*

\* 使用CompositeSubscription来持有所有的Subscriptions

\*/

protected CompositeSubscription mCompositeSubscription;

/\*\*

\* 加载对话框

\*/

protected DialogLoading loading;

/\*\*

\* 来自哪个 页面

\*/

protected String fromWhere;

/\*\*

\* 页面布局的 根view

\*/

protected View mContentView;

/\*\*

\* Api类的包装 对象

\*/

protected ApiWrapper mApiWrapper;

public T presenter;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

// 设置不能横屏

setRequestedOrientation(ActivityInfo.SCREEN\_ORIENTATION\_NOSENSOR);

mContext = this;

//Activity管理

ActivityPageManager.getInstance().addActivity(this);

}

@Override

public void setContentView(int layoutResID) {

View view = LayoutInflater.from(this).inflate(layoutResID, null);

setContentView(view);

}

@Override

public void setContentView(View view) {

super.setContentView(view);

mContentView = view;

//初始化页面

init();

}

/\*\*

\* 初始化页面

\*/

public void init() {

initFromWhere();

initView();

bindEvent();

}

/\*\*

\* 初始化 Api 更具需要初始化

\*/

public void initApi() {

//创建 CompositeSubscription 对象 使用CompositeSubscription来持有所有的Subscriptions，然后在onDestroy()或者onDestroyView()里取消所有的订阅。

mCompositeSubscription = new CompositeSubscription();

// 构建 ApiWrapper 对象

mApiWrapper = new ApiWrapper();

}

public ApiWrapper getApiWrapper() {

if (mApiWrapper == null) {

mApiWrapper = new ApiWrapper();

}

return mApiWrapper;

}

public CompositeSubscription getCompositeSubscription() {

if (mCompositeSubscription == null) {

mCompositeSubscription = new CompositeSubscription();

}

return mCompositeSubscription;

}

/\*\*

\* 初始化view

\*/

public abstract void initView();

/\*\*

\* 绑定事件

\*/

public abstract void bindEvent();

/\*\*

\* 创建相应的 presenter

\*/

public void createPresenter(T presenter) {

if (presenter != null) {

this.presenter = presenter;

}

}

protected void initFromWhere() {

if (null != getIntent().getExtras()) {

if (getIntent().getExtras().containsKey("fromWhere")) {

fromWhere = getIntent().getExtras().getString("fromWhere").toString();

}

}

}

public String getFromWhere() {

return fromWhere;

}

/\*\*

\* 创建观察者 这里对观察着 过滤一次，过滤出我们想要的信息，错误的信息toast

\*

\* @param onNext

\* @param <T>

\* @return

\*/

protected <T> Subscriber newMySubscriber(final SimpleMyCallBack onNext) {

return new Subscriber<T>() {

@Override

public void onCompleted() {

hideLoadingDialog();

onNext.onCompleted();

}

@Override

public void onError(Throwable e) {

if (e instanceof Api.APIException) {

Api.APIException exception = (Api.APIException) e;

ToastUtils.showShort(exception.message);

} else if (e instanceof HttpException) {

if (e instanceof HttpException) {

ResponseBody body = ((HttpException) e).response().errorBody();

try {

String json = body.string();

Gson gson = new Gson();

HttpExceptionBean mHttpExceptionBean = gson.fromJson(json, HttpExceptionBean.class);

if (mHttpExceptionBean != null && mHttpExceptionBean.getMessage() != null) {

ToastUtils.showShort(mHttpExceptionBean.getMessage());

onNext.onError(mHttpExceptionBean);

}

} catch (IOException IOe) {

IOe.printStackTrace();

}

}

}

// e.printStackTrace();

hideLoadingDialog();

}

@Override

public void onNext(T t) {

if (!mCompositeSubscription.isUnsubscribed()) {

onNext.onNext(t);

}

}

};

}

/\*\*

\* 将 Fragment添加到Acitvtiy

\*

\* @param fragment

\* @param frameId

\*/

protected void addFragmentToActivity(@NonNull Fragment fragment, int frameId) {

checkNotNull(fragment);

FragmentTransaction transaction = getSupportFragmentManager().beginTransaction();

transaction.add(frameId, fragment);

transaction.commit();

}

/\*\*

\* 显示一个Toast信息

\*/

public void showToast(String content) {

if (content != null) {

ToastUtils.showShort(content);

}

}

public void showLoadingDialog() {

if (loading == null) {

loading = new DialogLoading(this);

}

loading.show();

}

public void hideLoadingDialog() {

if (loading != null) {

loading.dismiss();

}

}

/\*\*

\* 跳转页面

\*

\* @param clazz

\*/

public void skipAct(Class clazz) {

Intent intent = new Intent(this, clazz);

intent.putExtra("fromWhere", getClass().getSimpleName());

startActivity(intent);

}

public void skipAct(Class clazz, Bundle bundle) {

Intent intent = new Intent(this, clazz);

intent.putExtras(bundle);

intent.putExtra("fromWhere", getClass().getSimpleName());

startActivity(intent);

}

public void skipAct(Class clazz, Bundle bundle, int flags) {

Intent intent = new Intent(this, clazz);

intent.putExtra("fromWhere", getClass().getSimpleName());

intent.setFlags(flags);

startActivity(intent);

}

@Override

protected void onDestroy() {

super.onDestroy();

//Acitvity 释放子view资源

ActivityPageManager.unbindReferences(mContentView);

ActivityPageManager.getInstance().removeActivity(this);

mContentView = null;

//一旦调用了 CompositeSubscription.unsubscribe()，这个CompositeSubscription对象就不可用了,

// 如果还想使用CompositeSubscription，就必须在创建一个新的对象了。

if(mCompositeSubscription != null){

mCompositeSubscription.unsubscribe();

}

//解绑 presenter

if (presenter != null) {

presenter.unsubscribe();

}

}

}

1. **代码任务：**

BaseAcitity为所有Activity的基类，此类为抽象类，采用模板方法模式， 在init（）方法中定义一个骨架，而将一些步骤延迟到子类中。使得子类acitivity可以在不改变结构的情况下，实现定义抽象中的某些步骤，这样所有的Activity都是这样的一种模式，看着简单易懂。另外包含了一些Activity常用的方法。

**3.代码段分析：**

创建观察者T（订阅）：

protected <T> Subscriber newMySubscriber(final SimpleMyCallBack onNext) {

return new Subscriber<T>() {

被观察者toast:

if (mHttpExceptionBean != null && mHttpExceptionBean.getMessage() != null) {

ToastUtils.showShort(mHttpExceptionBean.getMessage());

onNext.onError(mHttpExceptionBean);

}

公共空间的完成：

public void onCompleted() {

hideLoadingDialog();

onNext.onCompleted();

}

下一个公共空间：

public void onNext(T t) {

if (!mCompositeSubscription.isUnsubscribed()) {

onNext.onNext(t);

}

}

显示一个toast：

public void showToast(String content) {

if (content != null) {

ToastUtils.showShort(content);

}

}

public void showLoadingDialog() {

if (loading == null) {

loading = new DialogLoading(this);

}

loading.show();

}

public void hideLoadingDialog() {

if (loading != null) {

loading.dismiss();

}

}

1. **总结**

观察者模式的效果有以下的**优点**：

第一、观察者模式在被观察者和观察者之间建立一个抽象的耦合。被观察者角色所知道的只是一个具体观察者列表，每一个具体观察者都符合一个抽象观察者的接口。被观察者并不认识任何一个具体观察者，它只知道它们都有一个共同的接口。

由于被观察者和观察者没有紧密地耦合在一起，因此它们可以属于不同的抽象化层次。如果被观察者和观察者都被扔到一起，那么这个对象必然跨越抽象化和具体化层次。

第二、观察者模式支持广播通讯。被观察者会向所有的登记过的观察者发出通知，

观察者模式有下面的**缺点**：

第一、如果一个被观察者对象有很多的直接和间接的观察者的话，将所有的观察者都通知到会花费很多时间。

第二、如果在被观察者之间有循环依赖的话，被观察者会触发它们之间进行循环调用，导致系统崩溃。在使用观察者模式是要特别注意这一点。

第三、如果对观察者的通知是通过另外的线程进行异步投递的话，系统必须保证投递是以自恰的方式进行的。

第四、虽然观察者模式可以随时使观察者知道所观察的对象发生了变化，但是观察者模式没有相应的机制使观察者知道所观察的对象是怎么发生变化的。